01 - Introduction  
  
Hi I'm Tucker. >> And I'm Dev. >> Welcome to this mini course, Manipulating Financial Data in Python. Our goal is to give you a quick introduction to the skills you'll need to work with financial data in Python. Now, some people complain about our choice of Python for financial applications. >> I don't agree with those people. Python allows you to quickly prototype algorithms while also providing computational speed. It has a number of features. Firstly, it has strong scientific libraries. Second, it is strongly maintained. It is also fast if you can stick to metrics notation because lower levels are returned in C. >> Some other potential languages that might have made sense for this course include R and MATLAB. Which are themselves also great languages for financial data. But we've chosen Python and we'll be using this book Python for Finance in the course. Look for readings assigned in the course outline.

02 - Data in CSV files  
  
Our objective in this class is to get you up and running quickly, to show you some real data, and some code you can use to view it and manipulate it. And just give you a feeling that you know what's going on. So we're going to take you from examples of raw data all the way to visualization. Now let's get started with the data. In this class we're going to work almost entirely with data that comes from CSV files. CSV files are plain text. The C stands for comma, S stands for separated, V is values. So comma-separated values. Let me show you an example of what might be in a CSV file. Most CVS files start with a header line. In this example, this is a CSV file that's telling us about weather conditions. So we've got temperature, pressure and humidity and that tells us what information is in the columns that are to follow. Following our header line we have lines or rows of data. So these numbers here make up our data. Again, header row and rows of data, where each data element is separated by a comma. Now the files that we're going to be working with, the stock data files, have thousands of lines and many more columns as well. Our objective for this lesson is to show you how to read in data like this, focus, say, on one column or another, and create a plot from that data. Okay, so now you've seen an example with weather. Let's start thinking about stocks.

03 - Which fields should be in a CSV file  
  
Which fields or items in a header row, would you expect to see in a comma separated value file of stock data? So here are the options. Number of employees for the company, date/time, company name, price of the stock, company's hometown. Good luck.

04 - Which fields should be in a CSV file  
  
The correct answers are date/time and price of the stock. Let me mention a couple of reasons why some of these others aren't correct answers. Sure, the company name is important to know, but it doesn't change over time, so there's no need to allocate space for this information every day over time. Company's home town, same thing. Number of employees can be important data and actually it's Information that is sometimes provided via proprietary data feeds, but it's not something you typically find in a historical data file of stock prices.

05 - Real stock data  
  
Okay. So, let's take a look at some real stock data. We provide for you in this class hundreds of CSV files that represent the prices of stocks over time. Here's an example from one of those files that you provided. This is data from the file HCP.csv. So, here is our header row and here is the information that you'll find in one of these files. So, Date, which date is the information for? Open, this is the price that the stock opened at. In other words, in the morning, when trading on the exchange began, that was the first price of the day for that stock. High, throughout the day, what was the very high price, what was the very low price, and at which price did the stock close? So when we reached 4 o'clock, what was the final price? Volume, that's how many shares of the stock traded altogether on that day. And finally, this value, adjusted close, which is a little bit different from close. And this is something we cover in the next course where we talk about finance. I'll talk about it a little bit here, as well. But let me delay talking about it for a moment. Okay. I fleshed out this data a little bit. First thing I want you to notice is that the dates start with most recent dates, and then as you go forward into the file, you find older dates. So, what that means, more or less, is that we sort of go backwards through time in these files. Now, this is a feature, if you will, of data from Yahoo, and that's where we got our data for this class. Thanks very much, Yahoo. And this is just what a real one of those files look like. Now later when we read the data in, we managed to get it in the right order, and Dave will tell you a little bit more about that. Now, I had talked a little bit earlier about Adjusted Close and Close. Let me tell you a bit more about what that means. Now Close in this data is the actual price that was reported at the exchange when the stock closed for that day. Adjusted Close is a number that the data provider generates for us. And it's adjusted, as the name implies, for certain things like stocks, splits, and dividend payments. Now, on the current day, let's pretend for the moment that we're in 2012, adjusted close and close are always the same. However, as we go back in time, we eventually see that adjusted close and close differ. So if we go all the way back to the year 2000, we'll note that the actual price the stock closed at was $25, but this adjusted price was only $5.36. Now, what you can observe from that is as we go forward in time, if we had purchased this stock back in 2000 and held it to 2012, what are we looking at there? About eight or nine time return over those 12 years, so 800 to 900% return. If you looked only at just the actual price on the market, it's only a factor of about two, but this adjusted close reflects things like I said, like dividend payments, and splits, and so on. So that's what is in an actual stock CSV file. And this is the data that we're going to be working with throughout this course and the next two parts of the course.

06 - Pandas dataframe  
  
We're going to make heavy use of a library called Pandas. This library was created by Wes McKinney at a hedge fund call AQR. It's used at many hedge funds and by many people in the finance industry. One of the key components of Pandas is something called the dataframe. And I'm going to show you a little bit about what that looks like. So this is the basic layout of a dataframe. We have our symbols along the top, so our columns represent symbols in the stock market. Like, SPY which is an ETF representing the S&P 500, AAPL the symbol for Apple, GOOG for Google, GLD for Gold. And the rows are the dates over time, so we go back as far as 2000, then come all the way up to 2015. So again, symbols from left to right, one column for each symbol, and time coming down like this. So here's our dataframe fleshed out with a little bit of data. I made up some of these numbers, so it's not intended to be gospel truth, but notice how we have, let's say this is closing prices. So we see these numbers for SPY, Apple, Google, and GLD. Now, there are some special or unusual values here. NaN, that stands for not a number, and that's Python's way of saying hey, I don't know, I don't have information for this. The reason you see those values here is, back in 2000, Google did not exist as a publicly traded company, and neither did the ETF GLD. Now these NaN values can cause problems, and we'll be talking about those in a later session. Now as I said, this might represent closing prices, but Pandas can also handle additional data in a sort of three dimensional sense. So you can have a dataframe that represents, again in columns, our particular symbols, and in rows, dates. This one can be close, we can have another one that has, for the same stocks and the same dates, volume on those dates, and adjusted close, and so on. So Pandas is a very flexible way to read in, manipulate, and plot data. Now I've shown you, kind of at a high level, what this data looks like and what Pandas looks like. I'm going to hand it over to Dave now, and she's going to show you some real live examples with Pandas. She's going to show you how to read this data in, and plot it and so on. So here's over to you, Dave.

07 - Example CSV file  
  
Thank you, Professor. Hey, everyone, this is Davia. So here's an example of what the data looks like that Professor was talking about. This is basically a comma separated file, as you can see. And as you observe that the CSV is in the reverse order, but soon we will teach you how to fix that.

08 - Read CSV  
  
Pandas provide a number of functions that makes it easy to read in data like the .csv file we just had a look at. Here's a code that reads in AAPL.csv into a data frame. So, first of all we will have to import the pandas library. To avoid writing pandas every time we use a functionality of it, we rename it as PD. So, this is the main function, which will call the test run function. Let's have a look what's there in it. Pd.read\_csv, as the name suggests, will read AAPL.csv into a data frame, which we name it as df. As of now, imagine dataframe as a structure similar to the 2D arracy. That is, with rows and columns. Let's go ahead and print this. So here's the entire csv file on your console. As you can see, the entire data is loaded in your console, but just to have an idea of the .csv file, you can just print the top five rows of the data frame. This is how you do it. Data frame dot head. Dot head is the functionality provided by the pandas for the data frame that would help you to view just the top five lines of the .csv. That will give you a rough idea of what the .csv actually contains. Let's go ahead and print this. So here it is. Just the top five lines of your data frame. You can observe that all the columns of the .csv can be viewed here. You will also observe there is a column that is not named and has values 0, 1, 2, 3. And this is not from the .csv. These are called index for the data frame, which help you to access rows. Similarly, you can view last five values using the df.tail.

09 - Select rows  
  
So now let's do some interesting stuff. What if I want to view rows from the DataFrame in between some random values and not the head and the tail? We can do something of this kind. If you want data from index, 10 to 20, just add this line. Let's see the output. Here it is. All the data between the index 10 and 20 are displayed. But you might also observe that if you want data between 10 and 20, you have to mention 10:21. Because 21 is not inclusive in the range. This operation is called slicing and it is a very important operation in Python pandas, which you will encounter in the future lesson.

10 - Compute max closing price  
  
Now let's do some more processing on the data frame. We can start with finding the maximum closing value for each of the stock AAPL and IBM. So here's the code. The test\_run function simply loops over two symbols, AAPL and IBM, and will print the maximum closing value of each of the stock. Let's call the function get\_max\_close along with the symbol. Here's the function that will compute the maximum closing value. Let's see what get\_max\_close function does. The first step would be to read in the csv into the data frame. The next step would be to get only the closing values from the entire data frame, which means we have to extract the column close. This is how you do it. df[, pass the parameter of the column name, that is, 'Close'. Make sure you include the inverted commas. The last step is to calculate the maximum value, and it is as simple as calling the .max() function over the extracted data. Let's go ahead and print this. Here is your output. The max close for the AAPL is 680.44 and the max close for the IBM is 209.5.

11 - Compute mean volume  
  
Your task is to calculate the mean volume for each of the given symbols. You can start with extracting the volume column form the data frame and then finding the mean. I'll come back with the solution. Good luck.

12 - Compute mean volume  
  
So here's the solution to find the mean volume for the given stroke. As I explained, the first step would be to extract the volume column from the data frame. The next step is to find the mean. It can be done by calling the mean function. Let's run this code. Here you go. The mean value for Apple, and the mean value for IBM. I hope you enjoyed the quiz.

13 - Plotting stock price data  
  
Now let's do some plotting. It's easy to plot data in the data frame. Here's how you plot Apple's adjusted close. First let's call a library that would help us to do this. We import a library name, matplotlib. Do not worry about the details. You will learn them eventually in the further lessons. But to plot the adjusting close, we first need the adjusting close data from the data frame. And, as you learned in the previous video, we can slice over the column using the square brackets. Plotting the adjusting close is as simple as calling a plot function. To show the plot on your screen, we need to add one more line and this plot.show. Now let's run this code. Here's your first graph. You can observe there is no x-axis label, no y-axis label, no header also the data is printed in reverse order since the CSV is in the reverse order. So the Apple prices are not moving down, they are just printed inversely. In the coming lessons, you will learn how to fix it. As of now, enjoy the power of the Python Pandas that can plot information using just one line of code. Get ready to plot some data by yourself. I'll be back with a quiz.

14 - Plot High prices for IBM  
  
So here's the question for you. Plot the high prices for the IBM. You can approach this problem by first getting the CSV data of the IBM followed by getting the high prices from the data frame and then plotting it. You can refer to the previous example. Good luck.

15 - Plot High prices for IBM  
  
Here's the solution. You can get the csv of the IBM by using IBM.csv. The next step was the get the high prices from the data frame. df[high] will do that for you. And finally, you go ahead and plot it. Let's see how the graph looks like. I hope you got a graph similar to this. An advice I would like to give you at this point is, you will get hold of Python easily if you experiment. Try different options and see what works and what does not. During the course you will realize why some things worked and why just some things failed.

16 - Plot two columns  
  
I'll sign off by showing you some pair of pandas. We are about to plot two columns simultaneously on one graph. That is close and adjusted close for the Apple stock. Don't worry about how to extract multiple columns from the data frame. But intuitively you use a double square brackets and pass the two column names, that is Close and Adj Close. We go ahead and plot this. Here's the graph. You can observe two lines. One is blue, which corresponds to Close; and one is green, which corresponds to Adj Close. Observe that we did not write code to print the legend, or give color to each of the graph lines. This is the pair of the Python pandas. The blue line corresponds to the close value, and the green line corresponds to the adjusted close values. You will learn in the further lesson why there is a difference. That's all for now, I'll see you in the next lesson. Happy coding.